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Introduction

In the ever-evolving landscape of digital technology, the security of devices stands as a criti-
cal concern. The proliferation of interconnected devices has brought in unprecedented conve-
nience and efficiency, but it has also exposed systems to a myriad of potential threats. Within
this context, the absence of a robust security protocol leaves peripherals vulnerable to exploita-
tion and compromise, posing a significant challenge for both industry stakeholders and cyber-
security experts.

In this context, the Distributed Management Task Force (DMTF) emerges as a central fig-
ure, convening industry leaders such as Intel, Cisco, and Broadcom to address these chal-
lenges. Among the standards promulgated by the DMTF, the Security Protocol and Data Model
(SPDM) is of particular importance. Originating in 2019 and currently evolving through ver-
sion 1.3.0, SPDM embodies a concerted effort to strengthen authentication and data exchange
within peripheral ecosystems, drawing inspiration from the principles of TLS 1.3.

As part of my Travail d ‘Etude et de Recherche (TER), I conducted an in-depth investigation
into the security of peripheral devices with the following goal: to produce a comprehensive
state-of-the-art report on securing access to peripheral devices. This included an investigation
of the range of threats posed by the lack of a robust security protocol, an examination of the
traditional solutions used before SPDM, an evaluation of the innovative solutions provided by
SPDM, and an analysis of their collective impact on operating systems and drivers.

Under the guidance and supervision of Pierre DAVID, my work unfolded in three distinct
phases, each of which constitutes a separate section of this report: threat analysis, exploration
of traditional solutions, and an in-depth examination of SPDM. Through this meticulous ex-
amination, I aimed to contribute to the ongoing discourse surrounding device security and to
provide insights that can inform future advancements in this critical field.



1 Threat analysis

1.1 Context

In the context of device security, and more generally in the context of computer systems, se-
curity encompasses several vital aspects: confidentiality, authentication, integrity, and avail-
ability. Failure to adhere to any of these security principles can lead to various threats and
vulnerabilities. This brief introduction is intended to recall these principles.

Confidentiality ensures that transferred data remains unintelligible to unauthorized parties.
This is achieved through symmetric or asymmetric cryptography. Symmetric cryptography
uses a shared key between the sender and receiver, while asymmetric cryptography requires
each party to have a unique public/private key pair. The sender encrypts data using the re-
ceiver’s public key, ensuring that only the receiver with the corresponding private key can
decrypt it.

Authentication verifies the identities of communicating parties, typically through certificates.
Messages are signed with the sender’s private key, allowing the receiver to authenticate the
sender by decrypting the message with the sender’s public key. This process also prevents
message repudiation.

Integrity ensures that transmitted messages remain unaltered by third parties. This is achieved
by including a hash of the initial message within the transmitted message, typically generated
through a one-way function. Authentication and integrity can be combined using a Message
Authentication Code (MAC, [1I]).

While availability is crucial for web servers, ensuring they remain accessible even during heavy
traffic or DDoS attacks, it falls outside the scope of this paper, which primarily focuses on
device security.

As mentioned above, a threat may emerge as soon as one of the aspects of security is not
respected. In the context of device security, there are two main types of threats: Man In The
Middle attack and spoofing attack. These attacks may be initiated from a variety of entry
points, which are referred to as attack vectors. The subsequent section will present these threats
and the different attack vectors.

1.2 Man In The Middle attack

A man-in-the-middle (MITM) attack is a significant cybersecurity threat in which an attacker
secretly positions himself between two communicating parties, intercepts messages, and relays
them without either party’s knowledge. This malicious tactic allows the attacker to eavesdrop
on or modify the messages being exchanged, potentially compromising the integrity and con-
fidentiality of the communication.

In the realm of device security, MITM attacks can manifest in various forms, such as keylog-
gers, discreetly positioned between the keyboard and the computer, clandestinely recording
every keystroke, including sensitive passwords. Additionally, any device capable of intercept-
ing data, commonly known as a packet sniffer, poses a significant risk. This vulnerability is
particularly alarming in the context of autonomous cars, where compromised communication
channels could have severe consequences, potentially compromising passenger safety and sys-



tem integrity.

To illustrate this kind of attack, consider the case of a keylogger. A malicious individual could
insert such a device between the USB port of a computer and a keyboard. When a user presses
a key, the keylogger receives the signal from the keyboard, records the key, and then forwards
the signal to the computer. This operation is completely transparent to the user. Depending on
the information entered by the user, the attacker can gain access to passwords or even credit
card details.

In addition, another concerning manifestation of MITM attacks involves the compromise of the
Controller Area Network (CAN) in vehicles. In this scenario, attackers exploit vulnerabilities in
the vehicle’s CAN bus, a network protocol used for communication among vehicle components
such as sensors, actuators, and Electronic Control Units (ECUs). By inserting themselves into
the CAN network, attackers can intercept and manipulate messages exchanged between vehi-
cle systems. For instance, an attacker could alter messages related to braking or acceleration,
which could have serious consequences such as loss of vehicle control.

Mitigating such attacks requires robust measures ensuring confidentiality, integrity, and criti-
cally authentication. Failure to uphold any of these security principles exposes the communi-
cation to potential threats and vulnerabilities.

1.3 Spoofing attack

In the context of device security, the second main threat is the spoofing attack. A spoofing attack
is a malicious cybersecurity strategy in which an attacker impersonates a legitimate entity or
device to perform unauthorized actions. These actions can range from gaining unauthorized
access to sensitive information to manipulating system functionality for malicious purposes.

Spoofing attacks are often perpetrated by malicious USB devices or cables. For instance, a ma-
licious USB key can act as a legitimate input device, such as a keyboard. Once connected to a
computer, the rogue USB key can emulate keystrokes to access a command line terminal and
execute arbitrary commands. This allows the attacker to download malicious files or run harm-
ful scripts, compromising the computer’s security without the user’s knowledge. Similarly, a
malicious cable could impersonate a keyboard and perform similar actions, as illustrated be-
low.

Consider a scenario in which Alice generously lends a USB port on her computer to Mallory,
who urgently needs to charge her smartphone. Unbeknownst to Alice, the seemingly innocu-
ous charger Mallory has provided could be a malicious device carefully designed to compro-
mise the security of Alice’s computer once connected. In this scenario, the attacker, Mallory,
could exploit vulnerabilities in the charger to inject malware directly into Alice’s computer
system. This malicious act has the potential to compromise sensitive data or covertly install
malicious software, all without Alice’s knowledge or consent.

Such incidents highlight the critical importance of implementing robust security measures, in-
cluding device authentication and data integrity checks, to mitigate the risk of spoofing attacks.

1.4 Attack vectors

Device security encompasses a wide range of potential vulnerabilities, with almost any com-
ponent susceptible to exploitation. While the previous section highlighted the USB port as an
example of attack vector, it is important to recognize that every aspect of a device can serve as
a potential entry point for malicious actors. These actors can use a variety of tactics, such as
replacing legitimate components with compromised ones, inserting malicious devices, or even



directly compromising the device firmware itself.

Any component is a
potential attack
vector

Attack on fabrics
by hostile devices
Hostile device
insertion

Snooping via
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Figure 1.1: Potential attack vectors in a device. Extracted from [2].

In the figure[1.1, we can see the myriad of potential attack vectors within a single device. These
include the replacement of existing components, the insertion of hostile devices, and the com-
promise of device firmware. We can note that physical access to components is required to
perform these attacks.

The wide range of attack vectors underscores the need for security measures that address vul-
nerabilities at all levels of the device architecture.



2 Traditional solutions

In order to mitigate the threats presented in the previous chapter and to ensure the security
of the devices, there are some solutions offered in the industry. Unfortunately, these solutions
suffer from several limitations and are rarely implemented.

2.1 Partial solutions

2.1.1 White box and sluice

To address these challenges, the French Cybersecurity Agency (ANSSI) recommends imple-
menting either a white box or sluice architecture [3].

A white box configuration involves a server or workstation isolated from the operational net-
work and dedicated exclusively to anti-malware analysis of removable media such as USB keys
and the data stored on them. Extensive logging is essential, with logs collected both locally and
remotely.

As illustrated in the figure[2.T, when a user has to access a file from a USB stick, he needs to plug
the USB stick into the white box. The white box then performs a rigorous security check on the
file and transfers it to a secure USB key that is authenticated and signed. Personal computers
can only access the data through this designated USB key, ensuring a controlled and secure
transfer process.

internal information
system

B

1 User USB key

#2 White box secure USB key
() File to transfer

B Authorized file

Figure 2.1: White box principle. Based on [3]].

A sluice architecture operates similarly to a white box, but is specifically designed for a data
insertion point that is physically isolated from the main network. As shown in Figure



the sluice validates data before sending it to the data insertion point, where users retrieve the
verified data.

data insertion point

internal information
system

$E

1 UserUSB key

E Firewall

(@ File to transfer
B Authorized file

Figure 2.2: Sluice principle. Based on [3].

However, this system has its limitations. It focuses primarily on monitoring data transfers
and is highly dependent on the sluice or white-box server. Furthermore, if the server is com-
promised, all transmitted data is at risk. Although rare, a breach in the Board Management
Controller (BMC) could potentially bypass the server’s security measures. Most importantly,
this solution adds a great amount of complexity to data transfer, requiring the USB key to be
passed through a server before the data can be retrieved from another USB key or exchange
point.

2.1.2 Disk encryption

While the previous method effectively ensured data integrity and authenticated transmissions,
it lacked mechanisms for confidentiality. This section presents a solution for providing confi-
dentiality in storage.

Disk encryption is a security measure designed to protect the contents of storage devices such
as hard drives by encrypting sensitive data to prevent unauthorized access. Two common
encryption techniques are used: full disk encryption, which encrypts the entire storage device,
and file-level encryption, which selectively encrypts specific files or folders.

To implement disk encryption, the disk driver uses cryptographic algorithms to encrypt blocks
of data written to the disk and decrypt those read from the disk. Some disks also ensures
data integrity by providing a hash of the data within each block. By performing encryption
and decryption operations at the device driver level, data remains unintelligible in transit,
effectively preventing unauthorized eavesdropping attempts.

However, it’s important to note that while disk encryption provides robust data protection, it
typically lacks authentication mechanisms, leaving a potential gap in overall security.

2.1.3 Authentication in Internet of Things (IoT)

While the solution presented in the previous section lacked authentication mechanisms, this

section will explore various authentication solutions in the context of the Internet of Things
(IoT).

The IoT is a network of interconnected devices equipped with sensors and various technologies



that enable them to collect and exchange data with each other. IoT devices often face resource
constraints, particularly in terms of CPU, memory, and power consumption. Despite these
limitations, they play a critical role in facilitating various functions such as data collection and
analysis.

However, the widespread adoption of IoT devices has also brought with it a range of security
challenges that are exacerbated by their inherent constraints. These devices are subject to the
same threats as traditional computing devices, amplified by their wireless aspect. Because IoT
devices often handle sensitive data, such as health information in the case of wearable devices
like smartwatches, ensuring the security of their communications is critical.

In their article [4], B. Liao et al. propose a systematic review of the literature focusing on the
use of mobile computing to enable secure communications with IoT devices. Mobile comput-
ing can facilitate communication between a server (e.g., a cloud server) and IoT devices or
process data gathered from sensors. Furthermore, it can provide authentication for IoT devices
through mechanisms such as QR codes for device authentication and possibly two-factor au-
thentication (2FA), which includes biometric authentication and passwords, to identify the user
of the mobile application that is relaying or processing the exchanged data. However, a draw-
back of relying on mobile computing is the need for a mobile device (such as a smartphone)
to facilitate secure communications, which limits device-to-device interactions. In addition,
reliance on a mobile intermediary introduces the vulnerability of a single point of failure.

E. Schiller et al. provide a landscape of IoT security in [5]. They argue that authentication in
the IoT should be hardware-based, using physical device attributes as a fingerprint for authen-
tication.

They further distinguish between token-based authentication, such as OAuth2, where a de-
vice uses a token provided by a server, and non-token-based authentication, where a device
authenticates itself by presenting credentials at each data exchange. They also distinguish be-
tween one-way authentication, where only one device authenticates itself to the other, two-way
authentication, which involves mutual authentication, and three-way authentication, where a
central authority authenticates both parties. All of these can be used for IoT authentication.

However, the IoT ecosystem is made up of a wide variety of devices from different manufac-
turers, running various protocols. A remaining challenge consists to achieve interoperability
and standardize authentication mechanisms across this heterogeneous landscape.

2.2 Virtualization

Methods such as white-box, sluice, and disk encryption provide a solution to secure file trans-
fers, but threats remain, such as a keylogger inserted between a keyboard and a computer. This
section presents an alternative solution to peripheral security concerns: the use of virtualization
technology.

In their paper [6], T. Shinagawa et al. introduced BitVisor, a minimalist hypervisor explicitly
designed to enhance the security of I/O devices. BitVisor takes a unique approach to minimize
overhead by limiting its functionalities to handling only one virtual machine (VM). In addition,
to optimize its Trusted Computing Base, BitVisor implements a parapass-through architecture
that allows direct pass-through access for certain peripherals, such as sound cards or graphics
devices, while mediating access for others that require security enforcement. This architecture,
shown in Figure optimizes resource utilization and enhances security by selectively moni-
toring and encrypting IO operations. However, BitVisor doesn’t provide built-in mechanisms
for device authentication.

The figure provides a practical demonstration of BitVisor’s functionality. It shows how
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Figure 2.3: An example of the parapass-through architecture introduced in BitVisor. Based on

[6].

BitVisor can intercept, control and encrypt the data exchanged between the guest operating
system and the hardware devices, thereby enhancing security measures to prevent potential
attacks against both the guest operating system and the underlying hardware. The control
flow can also be verified and monitored to ensure that only authorized operations are allowed.
In the use case shown in the figure, the communications between the guest OS and the hard
disk are intercepted by BitVisor. We can imagine that the control flow check would verify the
legitimacy of the locations, and the data flow check would implement data encryption in order
to protect the disk.

In a separate study [7], M. Hirano et al. demonstrated the versatility of BitVisor by using it to
detect ransomware using machine learning techniques. Leveraging BitVisor’s IO monitoring
capabilities, the researchers set up an additional monitoring machine connected via a 10 GbE
card to collect and classify data, focusing primarily on memory access patterns. This appli-
cation is an example of how BitVisor can be used to strengthen device security by enabling
sophisticated threat detection mechanisms.

Overall, BitVisor provides a compelling framework for enhancing device security through vir-
tualization, demonstrating its potential for securing I/O operations and detecting malicious
activity, although with certain limitations regarding device authentication.



3 Security Protocol and Data Model (SPDM)

3.1 Context

In order to address the limitations of traditional solutions and to provide a scalable solution that
ensures secure access to peripherals, the Security Protocol and Data Model (SPDM) protocol
was developed by a working group of the DMTE, and specified in [§].

The Distributed Management Task Force (DMTF) is a nonprofit association that develops new
industry standards, which are recognized by both the American National Standards Institute
(ANSI) and the International Organization for Standardization (ISO). Its working teams in-
clude major hardware industry players such as Broadcom Inc., Cisco, Dell Technologies, Intel
Corporation, and others.

SPDM is a protocol designed to enhance the security of communications over the wire and
device attestation. The DMTF released the initial version of the protocol in 2019, and the latest
version, SPDM version 1.3, was published in 2023.

The protocol has some similarities with the Internet Engineering Task Force’s (IETF) TLS v1.3
[9], including mechanisms for cipher suite negotiation, certificate-based or pre-shared key au-
thentication, confidentiality through key exchange, and key update protocols. However, formal
analysis by Cremers et al. [10] suggests that SPDM’s state machine complexity surpasses that
of TLS. The authors of this formal analysis segment the protocol into four phases, as outlined
in the next section.

3.2 The different phases of the protocol

3.2.1 Device initialization phase

The SPDM specification [8] mandates this phase to occur in a "secure and trusted environment”,
such as at a device manufacturer’s facility. This phase, which is performed outside the protocol,
consists of initializing the device with a unique device identifier, SPDM implementation, sup-
ported versions of the protocol, capabilities, and cryptographic algorithms. Vendors may also
define "vendor defined functionalities", by implementing their own requests and responses.

To secure future communications, a device must receive at least some pre-shared symmetric
keys or pre-shared public keys in accordance with another device. An example of using Pre-
Shared Keys (PSK) could be between the screen (or keyboard) and the CPU of a laptop, since
they often communicate with each other, and are soldered to the same board as soon as they
are manufactured. In addition to the PSK, or instead of using the PSK, an asymmetric key
pair, public key certificates in X.509 format (defined in [11]), and a root of trust to validate the
certificates may also be used. If the specification does not set a limit on the number of shared
keys, it limits the number of certificates to 8, with only the first forced to be set during initial
setup (slot 0). The others slots can be filled or modified during a secure session with a certificate
signing request (GET_CSR) and the response SET_CERTIFICATE.
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3.2.2 Version-Capabilities-Algorithms (VCA) phase

This phase, akin to TLS, begins upon device connection. First, the Requester and the Responder
exchange the versions of SPDM that they support, and decide which version of the protocol to
run. The specification requires this version to be the highest supported by each party.

Once the parties have agreed on a version of the protocol, they must exchange their capabil-
ities. A capability is a specified operation supported by the device, such as mutual authenti-
cation and encryption of communications. Both parties maintain the common subset of their
capabilities.

To complete this phase, the parties exchange the cryptographic algorithms they support. Cre-
mers et al. point out in [10] that the standard does not impose any mechanism for choosing
among the supported algorithms, but that it seems obvious to take the most secure one.

During this phase, the Responder and the Requester maintain a transcript of their conversation.
A transcript consists of a concatenation of the messages in a specific order. This transcript is
completed and used in the next phases to verify the integrity of the exchange and even to derive
the session and authentication keys.

3.2.3 Options phase

This phase enables device attestation (proof of firmware integrity and device identity) and
one-way authentication of the Responder. As the name suggests, this phase is optional: the
Requester can send a KEY_EXCHANGE request immediately after the VCA phase to directly
jump to the session phase.

To authenticate the Responder, the Requester must first obtain a public key and corresponding
certificate from the Responder. The Requester must then pick a random nonce and challenge
the Responder by demanding a signature of the transcript. The response to this challenge
asserts knowledge of the private key associated with the public key of the certificate, while
the nonce prevents the replay attack. Instead, the Requester can ask the Responder to provide
a digest of the certificate, if the certificate was cached from a previous session. The SPDM
specification [8] recommends to perform this unilateral authentication before device attestation
(because the transcripts are slightly different after attestation).

To attest the device, the Responder must send measurements to the Requester. A measurement
is a cryptographic fingerprint of a piece of firmware (e.g., a hash of the firmware code). This
can be used to verify the integrity of the device’s firmware.

3.2.4 Session phase

The session phase begins with a handshake to allow encrypted and/or authenticated commu-
nication. By default, the key exchange provides only one-way authentication of the Responder
(obtained in the option phase), which can set the MutAuthRequested flag to achieve two-way
(mutual) authentication.

The Requester and Responder can establish the session key by using a Diffie-Hellman-based
method or a pre-shared key. From this session key, the parties then derive their own encryption
key and the (different) decryption key. The Requester’s encryption key is the Responder’s
decryption key, and vice versa. Another type of key is derived, called the finished-key, which
is used to authenticate the transcript. There are also two finished-keys between the Responder
and the Requester.

In Diffie-Hellman-based schemes, authentication is accomplished either by requesting the other
party’s certificate, by using a cached certificate from a previous authentication, or by using a
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pre-shared public key. In the case where the session key is derived using a pre-shared symmet-
ric key, the authentication is implicit since they know the shared key.

Once the handshake is established, the Requester and Responder can exchange application
data, possibly encrypted and/or authenticated using an Authenticated Encryption with Asso-
ciated Data (AEAD) session. Periodically (the specification does not specify a frequency, only
that it should be done regularly), they should perform a key update. For this purpose, the
main secret is derived from the previous one using a key derivation function (HKDF), and then
the new encryption key is derived from the new main secret using a HMAC function. These
secrets can be updated for both the Responder and the Requester, or only for the sender of the
KEY_UPDATE request.

All secrets are removed from memory when the session ends (request END_SESSION).

Requester Responder

SPDM v1.3 SPDM v1.3

|
|

Capabilities

Cryptography

Vendor defined

Capabilities
Device initialization phase
Cryptography

Vendor defined

GET_VERSION
& VERSION
)
GET_CAPABILITIES
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NEGOCIATE_ALGORITHMS
ALGORITHMS
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keys &
Certificates

keys &
Certificates

GET_DIGESTS
DIGESTS

GET_CERTIFICATE
CERTIFICATE
CHALLENGE
CHALLENGE_AUTH
GET_MEASUREMENTS
MEASUREMENTS

X ®J O RJ
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&J

KEY_EXCHANGE

J L

KEY_EXCHANGE_RSP

FINISH

FINISH_RSP /Q

~ Session phase
Application data

END_SESSION
»; END_SESSION_ACK /Q _J

PN

Figure 3.1: Messaging flow of SPDM

To sum up, the figure illustrates the four phases of SPDM, with some associated messages.
It’s particularly enlightening to delve into the requests exchanged during the options phase. As
previously outlined, this phase is optional and ends with a KEY_ EXCHANGE request. Moreover,
in this example, this phase starts with the requester retrieving the digests of any certificates
stored during a previous session. Since the GET_CERTIFICATE request was issued after the
fact, we can notice that no certificate was previously stored. Finally, the Responder is chal-
lenged on its knowledge of the key associated with the certificate ; the Responder is now au-
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thenticated. Before completing this phase, measurements are requested to ensure the integrity
of the Responder’s system.

No mutual authentication is requested during the session phase, so the FINISH request is
issued immediately. In the presented example, no key updates occur, and the session concludes
after the exchange of application data encrypted using negotiated algorithms and exchanged
keys.

3.3 Security features of SPDM

As we saw in the previous section, SPDM ensures secure communications over the wire by
providing confidentiality through the encryption of application data and integrity through the
transcripts and Message Authentication Codes (MACs) sent with the communications. The
key update mechanism using a key derivation function strengthens the confidentiality of com-
munications by reducing the risk of key leakage when this mechanism is performed regularly.
In addition, the key derivation function provides forward secrecy by creating a chain of keys
that prevents an attacker from computing the previously used keys from a leaked key because
this function is a hash function.

Furthermore, SPDM provides device attestation and authentication through measurements
and certificates. All of this allows SPDM to mitigate the different threats presented in the chap-

terI

Cremers et al. [10] used the formal prover Tamarin to analyze and prove the main security
properties of SPDM, such as device attestation, certificates, pre-shared asymmetric and sym-
metric keys. However, they found some potential pitfalls, which are discussed in the next
section.

3.4 Limitations

SPDM has several limitations, primarily due to its relative newness in the realm of security pro-
tocols. Despite its promising potential, there is currently a limited amount of research detailing
its advantages and drawbacks. In addition, widespread implementation remains rare, with
notable exceptions such as the NVIDIA Connect X7 Infinity Band network card [12]. However,
since 2023, SPDM has been incorporated into the Mobile Industry Processor Interface (MIPI) Se-
curity Framework [13], which is designed to enhance security measures in various automotive
applications, particularly in the context of MIPI CSI-2-based image sensors used in Advanced
Driver Assistance Systems (ADAS) and Autonomous Driving Systems (ADS). This adoption
underscores SPDM’s adaptability and effectiveness in addressing critical security concerns, as
exemplified by its ability to mitigate the man-in-the-middle attack scenario described in section

L2l

This makes it difficult to estimate the performance of such a protocol in real-world applications,
or the target audience for such a protocol. On the latter point, we can imagine that this protocol
is aimed more at high-end products with sufficient computing power to manage cryptographic
operations quickly. Also, the only SPDM implementations currently available are aimed at this
target (Connect X7).

Furthermore, the protocol specification is not very clear on certain points, notably the storage of
encryption keys. Is an enclave such as a Trusted Platform Module (TPM) required? Obviously,
if the keys used by the protocol were known (for example, because they were stored in an
insecure manner), the protocol would no longer provide any security guarantees and would be
useless.
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3.4.1 Potential design pitfalls

First, the protocol allows counters to be used instead of nonce at some stages. However, if
the device is reset, the counter can be reused, which could lead to a replay attack. To address
this issue, the SPDM v1.3 specification [8] specifies that "the counter shall not be reset for the
lifetime of the device".

Second, because the Responder nonce is optional in PSK mode (justified in [8] by the fact that
"the Responder can be a constrained device that cannot generate a nonce"), the anti-replay pro-
tection may depend on the unicity of the two-byte session ID. Thus, due to the small range of
the session ID, an attacker could replay the initial messages in a session using the same ses-
sion ID, in order to establish a session using the same session keys. However, the specification
requires the Responder to use a nonce when possible.

Another challenge associated with PSK usage is authentication. While the shared key knowl-
edge authenticates the involved parties, a distinction arises between device and key authen-
tication, particularly when multiple devices share the same key. To address this concern, the
specification mandates the inclusion of a unique object identifier (OID) in certificates. This OID
serves to differentiate devices, bolstering authentication integrity. However, the certificates are
not necessarily used in PSK mode, since authentication is based on knowledge of the key.

Similar to TLS, this protocol is susceptible to downgrade attacks, wherein an adversary com-
pels a party to employ a compromised algorithm to compromise cryptography. As the nego-
tiated cryptographic algorithm is the strongest mutually supported by both parties, attackers
may resort to inducing the use of outdated algorithms susceptible to exploitation. To mitigate
this threat, parties must undergo updates to eliminate compromised algorithms. However, up-
dating devices presents a challenge, as the Initialization phase necessitates execution within a
trusted environment.

3.4.2 Benchmark of SPDM

In their study [14], R. C. A. Alves et al. showcase the application of SPDM v1.1 in securing
communications between a device and a hard drive within an emulated environment. The aim
of their paper was to provide a proof of concept of SPDM, and to present the modifications re-
quired on the host operating system and on the device firmware. The researchers employed the
libspdﬂﬂ library, an open-source implementation of SPDM proposed by the DMTE, to modify
the device firmware and write a matching driver.

Additionally, they delve into the performance analysis of SPDM through a benchmarking
study, elaborated in [15], employing a distinct simulation setup.

In the latter study, the authors emulate a random number generator (RNG) device using QEMU
KVM as the SPDM Responder and meticulously measure the overhead incurred by SPDM for
each message individually. Their findings reveal that the CERTIFICATE response, predomi-
nantly due to disk access, has the highest execution time, approaching 10 milliseconds. Sim-
ilarly, the KEY_EXCHANGE operation is in the same order of magnitude. Conversely, the PSK
exchange demonstrates faster completion, taking only 1 millisecond, significantly reducing the
workload associated with establishing session keys. Overall, the integration of SPDM results
in a 6.4-fold increase in time for acquiring a random number after establishing the connec-
tion (application data of figure 3.1). Given the inherently swift nature of RNG, cryptographic
operations become proportionally more resource-intensive.

Furthermore, the authors utilize diverse tools such as dd and hdparm to assess the overall per-

Uibspdm is an open-source implementation of SPDM, proposed by the DMTFE. https://github.com/DMTF/
libspdm.
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formance of SPDM within a hard drive use case. Their observations reveal a 68% decrease in
write speed with dd, and a substantial 99.3% reduction in read speed with hdparm.
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Figure 3.2: Read and write throughput of a SPDM-enabled hard drive, measured with bonnie++.
Extracted from [15].

The figure excerpted from [15], vividly illustrates the decline in performance attributable
to SPDM. These results, garnered via bonnie++, closely align with those derived from dd and
hdparm. Furthermore, as the encryption and decryption of each message constitute the bot-
tleneck, both read and write operations drop down to approximately 25 MB/s, manifesting
within the same order of magnitude.

Further analysis using the fio tool indicates that performance degradation becomes negligible
when randomness is introduced into write and read address operations, effectively shifting the
bottleneck to physical disk operations.

The reliance on simulation rather than real-world device-to-device communication can poten-
tially skew the results. Unlike an emulated hard drive running on a computer’s CPU, a physical
hard drive may lack comparable computational power, potentially impacting SPDM’s perfor-
mance. Consequently, the benchmark results obtained in the simulated environment may not
accurately reflect real-world scenarios, possibly overestimating SPDM'’s efficacy.

Furthermore, the necessity for a high-performance processor to prevent significant computer
slowdown situates SPDM'’s target demographic primarily within premium device categories,
such as the NVIDIA Connect X7.
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Conclusion

In summary, the realm of device security encompasses a broad spectrum of challenges and con-
siderations, each of which requires careful attention and proactive measures. Throughout this
paper, we have undertaken a comprehensive exploration of device security, dissecting common
attack vectors such as man-in-the-middle and spoofing attacks to illuminate the intricacies of
today’s threats.

We covered a range of traditional solutions and security architectures, from the pragmatic ap-
proaches of white box and sluice to the fundamental importance of disk encryption in pro-
tecting sensitive data. We also covered IoT device authentication as a key aspect of ensuring
secure communications across interconnected networks. In addition, we explored the evolving
device security landscape through the lens of virtualization-based solutions, highlighting their
potential to enhance security measures in a variety of contexts.

At the heart of this report, we focused on SPDM, a nascent protocol that promises to revolution-
ize device security with its device attestation and secure communication capabilities. However,
as with any emerging technology, questions remain regarding its widespread adoption and the
computational resources required for its efficient operation. As such, future research efforts
could profitably focus on evaluating SPDM’s performance in real-world scenarios beyond the
confines of virtualized environments. In addition, exploring the potential impact of quantum
computing on the effectiveness of SPDM represents another compelling avenue for further in-
vestigation.

With cybersecurity an everyday issue, the future will tell if SPDM will be implemented in every
device, just as most websites now use HTTPS instead of HTTP. For this to happen, the impact
on the operating system corresponding with the device must be minimal, meaning the device
must provide good performance.
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